* An *array* is a type of data structure that stores elements of the same type in a contiguous block of memory. In an array, A, of size N, each memory location has some unique index, i (where 0<=i<N), that can be referenced as A[i] or Ai.

Reverse an array of integers.

**Function Description:** Complete the function *reverseArray* in the editor below.

*reverseArray* has the following parameter(s):

* *int A[n]*: the array to reverse

**Returns:** *int[n]*: the reversed array

**Input Format:** The first line contains an integer, N, the number of integers in A.  
The second line contains N space-separated integers that make up A.

**Sample Input:** 4  
1 4 3 2

**Sample Output:**2 3 4 1

Ans:

import os

def reverseArray(a):

    return a[::-1]

if \_\_name\_\_ == '\_\_main\_\_':

    fptr = open(os.environ['OUTPUT\_PATH'], 'w')

    arr\_count = int(input().strip())

    arr = list(map(int, input().rstrip().split()))

    res = reverseArray(arr)

    fptr.write(' '.join(map(str, res)))

    fptr.write('\n')

    fptr.close()

* Given a 6\*6 *2D Array*, arr:1 1 1 0 0 0

0 1 0 0 0 0

1 1 1 0 0 0

0 0 0 0 0 0

0 0 0 0 0 0

0 0 0 0 0 0

An hourglass in A is a subset of values with indices falling in this pattern in arr's graphical representation:a b c

d

e f g

There are 16 hourglasses in arr. An *hourglass sum* is the sum of an hourglass' values. Calculate the hourglass sum for every hourglass in arr, then print the *maximum* hourglass sum. The array will always be 6\*6.

**Function Description:** Complete the function *hourglassSum* in the editor below.

hourglassSum has the following parameter(s):

* *int arr[6][6]*: an array of integers

**Returns:** *int:* the maximum hourglass sum

**Input Format:** Each of the 6 lines of inputs arr[i] contains 6 space-separated integers arr[i][j].

**Output Format:** Print the largest (maximum) hourglass sum found in arr.

**Sample Input:** 1 1 1 0 0 0

0 1 0 0 0 0

1 1 1 0 0 0

0 0 2 4 4 0

0 0 0 2 0 0

0 0 1 2 4 0

**Sample Output:** 19

Ans:

import os

def hourglassSum(arr):

    return max(sum(arr[i][j:j+3]+[arr[i+1][j+1]]+arr[i+2][j:j+3]) for i in range(4) for j in range(4))

if \_\_name\_\_ == '\_\_main\_\_':

    fptr = open(os.environ['OUTPUT\_PATH'], 'w')

    arr = []

    for \_ in range(6):

        arr.append(list(map(int, input().rstrip().split())))

    result = hourglassSum(arr)

    fptr.write(str(result) + '\n')

    fptr.close()

* A *left rotation* operation on an array of size n shifts each of the array's elements 1 unit to the left. Given an integer, d, rotate the array that many steps left and return the result.

**Example:** d=2

arr=[1,2,3,4,5]

After 2 rotations,arr’=[3,4,5,1,2] .

**Function Description:** Complete the *rotateLeft* function in the editor below.

*rotateLeft* has the following parameters:

* *int d:* the amount to rotate by
* *int arr[n]:* the array to rotate

**Returns:** *int[n]:* the rotated array

**Input Format:** The first line contains two space-separated integers that denote n, the number of integers, and ,d the number of left rotations to perform.  
The second line contains n space-separated integers that describe arr[].

**Sample Input:** 5 4

1 2 3 4 5

**Sample Output:** 5 1 2 3 4

Ans: import os

rotateLeft=lambda d,arr:arr[d:]+arr[:d]

if \_\_name\_\_ == '\_\_main\_\_':

    fptr = open(os.environ['OUTPUT\_PATH'], 'w')

    first\_multiple\_input = input().rstrip().split()

    n = int(first\_multiple\_input[0])

    d = int(first\_multiple\_input[1])

    arr = list(map(int, input().rstrip().split()))

    result = rotateLeft(d, arr)

    fptr.write(' '.join(map(str, result)))

    fptr.write('\n')

    fptr.close()

* There is a collection of input strings and a collection of query strings. For each query string, determine how many times it occurs in the list of input strings. Return an array of the results.

**Function Description:** Complete the function *matchingStrings* in the editor below. The function must return an array of integers representing the frequency of occurrence of each query string in *stringList*.

matchingStrings has the following parameters:

* *string stringList[n]* - an array of strings to search
* *string queries[q]* - an array of query strings

**Returns:** *int[q]:* an array of results for each query

**Input Format:** The first line contains and integer n, the size of stringList[].  
Each of the next n lines contains a string stringList[i].  
The next line contains q, the size of queries[].  
Each of the next q lines contains a string queries[i].

**Sample Input:** 3  
def  
de  
fgh  
3  
de  
lmn  
fgh

**Sample Output:**1  
0  
1

Ans:

from collections import Counter

import os

def matchingStrings(stringList,queries):

    c=Counter(stringList)

    return [c[q] for q in queries]

if \_\_name\_\_ == '\_\_main\_\_':

    fptr = open(os.environ['OUTPUT\_PATH'], 'w')

    stringList\_count = int(input().strip())

    stringList = []

    for \_ in range(stringList\_count):

        stringList\_item = input()

        stringList.append(stringList\_item)

    queries\_count = int(input().strip())

    queries = []

    for \_ in range(queries\_count):

        queries\_item = input()

        queries.append(queries\_item)

    res = matchingStrings(stringList, queries)

    fptr.write('\n'.join(map(str, res)))

    fptr.write('\n')

    fptr.close()

* Complete the function *solveMeFirst* to compute the sum of two integers.

**Function Description:** Complete the *solveMeFirst* function in the editor below.

*solveMeFirst* has the following parameters:

* *int a*: the first value
* *int b*: the second value

Returns: - *int*: the sum of a and b

**Sample Input:** a = 2

b = 3

**Sample Output:** 5

Ans:

solveMeFirst=lambda a,b:a+b

print(solveMeFirst(int(input()),int(input())))

* Given an array of integers, find the sum of its elements.

**Function Description:** Complete the *simpleArraySum* function in the editor below. It must return the sum of the array elements as an integer.

simpleArraySum has the following parameter(s):

* *ar*: an array of integers

**Input Format:** The first line contains an integer, n, denoting the size of the array.  
The second line contains n space-separated integers representing the array's elements.

**Output Format:** Print the sum of the array's elements as a single integer.

**Sample Input:** 6

1 2 3 4 10 11

**Sample Output:** 31

Ans:

import os

simpleArraySum=lambda ar:sum(ar)

if \_\_name\_\_ == '\_\_main\_\_':

    fptr = open(os.environ['OUTPUT\_PATH'], 'w')

    ar\_count = int(input().strip())

    ar = list(map(int, input().rstrip().split()))

    result = simpleArraySum(ar)

    fptr.write(str(result) + '\n')

    fptr.close()

* Alice and Bob each created one problem for HackerRank. A reviewer rates the two challenges, awarding points on a scale from *1* to *100* for three categories: *problem clarity*, *originality*, and *difficulty*.

The rating for Alice's challenge is the triplet *a = (a[0], a[1], a[2])*, and the rating for Bob's challenge is the triplet *b = (b[0], b[1], b[2])*.

The task is to find their *comparison points* by comparing *a[0]* with *b[0]*, *a[1]* with *b[1]*, and *a[2]* with *b[2]*.

* If *a[i] > b[i]*, then Alice is awarded *1* point.
* If *a[i] < b[i]*, then Bob is awarded *1* point.
* If *a[i] = b[i]*, then neither person receives a point.

Comparison points is the total points a person earned.

Given *a* and *b*, determine their respective comparison points.

**Example:** *a = [1, 2, 3]*  
*b = [3, 2, 1]*

* For elements \*0\*, Bob is awarded a point because *a[0] .*
* *For the equal elements a[1] and b[1], no points are earned.*
* *Finally, for elements 2, a[2] > b[2] so Alice receives a point.*

*The return array is [1, 1] with Alice's score first and Bob's second.*

***Function Description:*** *Complete the function compareTriplets in the editor below.*

*compareTriplets has the following parameter(s):*

* *int a[3]: Alice's challenge rating*
* *int b[3]: Bob's challenge rating*

***Return:*** *int[2]*: Alice's score is in the first position, and Bob's score is in the second.

**Input Format:** The first line contains *3* space-separated integers, *a[0]*, *a[1]*, and *a[2]*, the respective values in triplet *a*.  
The second line contains *3* space-separated integers, *b[0]*, *b[1]*, and *b[2]*, the respective values in triplet *b*.

**Sample Input:** 17 28 30

99 16 8

**Sample Output:** 2 1

Ans:

import os

compareTriplets=lambda a,b:[sum(i>j for i,j in zip(a,b)),sum(i<j for i,j in zip(a,b))]

if \_\_name\_\_ == '\_\_main\_\_':

    fptr = open(os.environ['OUTPUT\_PATH'], 'w')

    a = list(map(int, input().rstrip().split()))

    b = list(map(int, input().rstrip().split()))

    result = compareTriplets(a, b)

    fptr.write(' '.join(map(str, result)))

    fptr.write('\n')

    fptr.close()

* In this challenge, you are required to calculate and print the sum of the elements in an array, keeping in mind that some of those integers may be quite large.

**Function Description:** Complete the *aVeryBigSum* function in the editor below. It must return the sum of all array elements.

aVeryBigSum has the following parameter(s):

* *int ar[n]*: an array of integers .

**Return:** *long*: the sum of all array elements

**Input Format:** The first line of the input consists of an integer n.  
The next line contains n space-separated integers contained in the array.

**Output Format:** Return the integer sum of the elements in the array.

**Sample Input:** 5

1000000001 1000000002 1000000003 1000000004 1000000005

**Output:** 5000000015

Ans:

import os

aVeryBigSum=lambda ar:sum(ar)

if \_\_name\_\_ == '\_\_main\_\_':

    fptr = open(os.environ['OUTPUT\_PATH'], 'w')

    ar\_count = int(input().strip())

    ar = list(map(int, input().rstrip().split()))

    result = aVeryBigSum(ar)

    fptr.write(str(result) + '\n')

    fptr.close()

* Staircase detail: Its base and height are both equal to n. It is drawn using # symbols and spaces. *The last line is not preceded by any spaces.*

Write a program that prints a staircase of size n.

**Function Description:** Complete the *staircase* function in the editor below.

staircase has the following parameter(s):

* *int n*: an integer

**Print:** Print a staircase as described above.

**Input Format:** A single integer, n, denoting the size of the staircase.

**Output Format:** Print a staircase of size n using # symbols and spaces.

**Note**: The last line must have 0 spaces in it.

**Sample Input:** 6

**Sample Output:**  #

##

###

####

#####

######

Ans:

import os

def staircase(n):

    for i in range(n):

        print(" "\*(n-1-i),"#"\*(i+1),sep="")

if \_\_name\_\_ == '\_\_main\_\_':

    staircase(int(input().strip()))

* You are in charge of the cake for a child's birthday. You have decided the cake will have one candle for each year of their total age. They will only be able to blow out the tallest of the candles. Count how many candles are tallest.

**Example:** candles=[4,4,1,3]

The maximum height candles are 4 units high. There are 2 of them, so return 2.

**Function Description:** Complete the function birthdayCakeCandles in the editor below.

birthdayCakeCandles has the following parameter(s):

* *int candles[n]*: the candle heights

**Returns:** *int*: the number of candles that are tallest

**Input Format:** The first line contains a single integer, n, the size of candles[].  
The second line contains n space-separated integers, where each integer i describes the height of candles[i].

**Sample Input:** 4

3 2 1 3

**Sample Output:** 2

Ans:

import os

from collections import Counter

birthdayCakeCandles=lambda candles:next(v for k,v in Counter(candles).most\_common(1))

if \_\_name\_\_ == '\_\_main\_\_':

    fptr = open(os.environ['OUTPUT\_PATH'], 'w')

    candles\_count = int(input().strip())

    candles = list(map(int, input().rstrip().split()))

    result = birthdayCakeCandles(candles)

    fptr.write(str(result) + '\n')

    fptr.close()

* HackerLand University has the following grading policy:
* Every student receives a grade in the inclusive range from 0 to 100.
* Any grade less than 40 is a failing grade.

Sam is a professor at the university and likes to round each student's grade according to these rules:

* If the difference between the grade and the next multiple of 5 is less than 3, round grade up to the next multiple of 5.
* If the value of grade is less than 38, no rounding occurs as the result will still be a failing grade.

**Examples:**

* grade=84 round to 85 (85 - 84 is less than 3)
* grade=29 do not round (result is less than 40)
* grade=57 do not round (60 - 57 is 3 or higher)

Given the initial value of grade for each of Sam's n students, write code to automate the rounding process.

**Function Description:** Complete the function *gradingStudents* in the editor below.

gradingStudents has the following parameter(s):

* *int grades[n]*: the grades before rounding

**Returns:** *int[n]*: the grades after rounding as appropriate

**Input Format:** The first line contains a single integer,n , the number of students.  
Each line i of the n subsequent lines contains a single integer, grades[i].

**Sample Input:** 4

73

67

38

33

**Sample Output:** 75

67

40

33

**Explanation:** ![image](data:image/png;base64,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)

Ans:

import os

gradingStudents=lambda grades:[(g+5-g%5) if g>=38 and g%5>=3 else g for g in grades]

if \_\_name\_\_ == '\_\_main\_\_':

    fptr = open(os.environ['OUTPUT\_PATH'], 'w')

    grades\_count = int(input().strip())

    grades = []

    for \_ in range(grades\_count):

        grades\_item = int(input().strip())

        grades.append(grades\_item)

    result = gradingStudents(grades)

    fptr.write('\n'.join(map(str, result)))

    fptr.write('\n')

    fptr.close()